**Lenguaje de programación PHP7x**

retomo mi lenguaje de programación por exelencia.

¿Porqué PHP es mi favotiro para la Web?.... Beuno, pues porque fué el que me abrió las puertas a mis primeros empleos DECENTES.

Por Otro lado, trabajar con PHP es Genial. Uno de sus puntos fuertes es que fué creado específicamente para la Web. es un lenguaje Nativo De internet por lo que No necesitas más que su interprete y jugar con Bases de Datos y HTML5 para hacer magia en la Web de manera rápita y relativamente sencilla.

Es un lenguaje que enamora porque cuando se implementa de la manera correcta (cosa que suelo hacer) se convierte en una tecnología Robusta y muy poderosa. Esto suele suceder cuando implementamos de la mejor manera la división en Capas y la programación orientada a Objetos.

**Proyecto de referencia**

El proyecto se llama “market” y como su nombre lo indica, es una tienda de compra y posterior venta de productos. en Python utilizamos al poderoso IDE Eclipse. Para PHP de momento utilizaremos Netbeans IDE porque su compatibilidad con PHP y su autocompletado es fascinante. Para iniciar con nuestro proyecto de referencia Creamos el proyecto en Netbeans, referenciando la copia de archivos en el directorio que utilizaremos para nuestro repositorio de GitHub.

Para el diseño y posterior creación de la BD utilicé el programa PGModeler 0.7 y la versión 10 del SGBD PostgreSql

Implementamos inicialmente la Base de la división en Capas. Que en este caso nos basamos en el Model-View-Controller. Donde:...

MODEL: se encarga de conectarse al SGB PostgreSql, extraer los datos y/o ingresarlos al Gestor

CONTROLLER: Es la Capa del proyecto que se encarga de “jugar” con los datos que provienen, ya sea de la capa de presentación “View” o del Modelo. En esta capa están por lo general los archivos PHP con las Clases que escriben las consultas, los procediminetos que realizan operaciones lógico-matemáticas y Los archivos PHP de AJAX para funcionalidades asincronas del sistema

VIEW: Es la capa que presenta los resultados finales por medio de HTML5. en esta capa están estrictamente los archivos con extención HTML, plantillas, librerías y frameworks de CSS y HTML como Bootstrap(ojalá tenga la posibilidad de cambiarlo por Bulma), los archivos estáticos de Javascript(.js, la librería JQuery, y otras libreías y plugins de javascript que utilizará la vista de nuestro proyecto) y poco a poco iremos reemplazando a JQery por el Framework VueJs.

Desde luego el proyecto se divide en más capas a medida que va escalando(por ejemplo, dentro del View hay subcapas o directorios internos como public y otros), pero básicamente el MVC es nuestro referente.

Creamos entonces el sistema de directorios del modelo básico. ...

Controller/CRUD:... directorio que contiene de manera general, directorios y archivos con Clases para realizar el “CRUD” de la Base de datos

Controller/Ajax:.. archivos PHP con respuesta a las peticiones AJAX que se realizan desde la capa de presentación

View:.. Contiene subdirectorios y archivos con interfáces HTML y archivos .js para consultas dinámicas (AJAX) y realización de reportes.

View/Public:... contiene archivos estáticos del sistema, como Jojas de Estilo, archivos Javascript, Imágenes, Fuentes, Plugins y librerías propias y de terceros.

Model/Config:... Archivos de Configuración del funcionamiento del sistema, Clases con códigos de Conexión al SGBD

Controller/Files:... Archivos subidos desde la capa de presentación al sistema(PDF o archivos multimedia)
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Bien. ahora vamos a crear la configuración para poder conectar el proyecto con la BD en PostgreSql...

1. Creamos un archivo en el directorio Model/Config que va a contener una clase con atributos-constantes que guardarán los datos esenciales para acceder al SGBD... ConnectData.php

**class ConnectData**

**{**

**const server\_system = "localhost";**

**const user\_system = "Demonscript";**

**const user\_pass = "developer";**

**const db\_system = "market";**

**const db\_charset = "UTF8";**

**const name\_project = "Market";**

**}**

1. Ahora en el mismo directorio creamos la clase de conexión a PostgreSql. Utilizaremos el método de conexión **PDO** y para conectarnos con PostgreSql tenemos que abrir como administrador el archivo que se encuentra en el la partición del sistema **etc/php/7.0/apache2/php.ini** y habilitar la opción...

**extension=php\_pdo\_pgsql.dll**

y de paso habilité..

**extension=php\_pgsql.dll**

1. Acto seguido, instalamos el driver requerido para que funcione la interacción entre PHP y PostgreSql, de manera que, en la terminal ejecutamos:...

**sudo apt install php7.0-pgsql**

y despues reiniciamos el servicio de Apache con...

**sudo /etc/init.d/apache2 restart**

**NOTA:..** Recordemos estos comando útiles para iniciar, frenar y reiniciar el servicio de apache:...

**sudo /etc/init.d/apache2 start**

**sudo /etc/init.d/apache2 stop**

**sudo /etc/init.d/apache2 restart**

1. creamos entonces la clase **ConnectionDB** en el directorio Model/config. Clase que hereda de ConnectData y en su constructor vamos a disparar la conexión al SGBD, también vamos a implementar en esta Clase, los métodos de ejecución de consultas SQL y los métodos para obtenes respuesta de dichas consultas...

**class ConnectionDB extends ConnectData**

**{**

**//Los aributos privados estáticos solo serán accedidos desde dentro de la clase**

**static public $connex;**

**static private $responseSQL;**

**static private $failure;**

**/\*\***

**\* Connect database using the constructor**

**\* Conectarse a la BD mediante el constructor**

**\*/**

**public function \_\_construct()**

**{**

**//echo 'jjjj <br>';**

**try**

**{**

**self::$connex = new PDO('pgsql:dbname='.parent::db\_system.';**

**host='.parent::server\_system.';**

**user='.parent::user\_system.';**

**password='.parent::user\_pass**

**);**

**//Pejecución para capturar caracteres especiales...**

**self::$connex->exec("SET NAMES ".parent::db\_charset);**

**/\***

**\* // La siguiente es otra conexión que funciona y tiene nuna sintaxis diferente...**

**\* self::$connex = new PDO(**

**"pgsql:dbname=".parent::db\_system.**

**";host=".parent::server\_system,**

**parent::user\_system,**

**parent::user\_pass**

**);**

**\*/**

**//echo "Congratulations Successful Connection!!!";**

**}**

**catch (Exception $failure)**

**{**

**//echo "error de acceso a PostgreSql...<br> ".$failure->getMessage();**

**header('Location: ../View/error.php?message='.$failure->getMessage());**

**exit();**

**}**

**}**

**/\*\***

**\* SQL procedure that returns a complete content**

**\* Procedimiento SQL que retorna un contenido Completo**

**\* @param type $sql\_code**

**\* @return None**

**\*/**

**protected function general\_query($sql\_code)**

**{**

**$ejecutar = self::$connex->query($sql\_code);**

**//echo 'ejecutada SQL<br>';**

**self::$responseSQL = $ejecutar;**

**//echo 'consulta '.self::$connex->setAttribute(PDO::ATTR\_ERRMODE, PDO::ERRMODE\_EXCEPTION);**

**}**

**/\*\***

**\* Este método posiblemente desaparezca porque en Postgresql se obtiene el ultimo**

**\* ID en la misma consulta de insertar o de seleccionar.**

**\* @param type $sql\_code**

**\* @param type $id**

**\*/**

**protected function simple\_query($sql\_code,$id)**

**{**

**$query = self::$connex->query($sql\_code);**

**{**

**$query = false;**

**}**

**}**

**/\*\***

**\* procedure that returns SQL response as an object**

**\* Procedimiento que devuelve la respuesta de SQL Como un Objeto**

**\* @return string, Object or boolean**

**\*/**

**protected function get\_response()**

**{**

**if(self::$responseSQL === FALSE)**

**{**

**self::$failure = self::$connex->errorInfo();**

**}**

**return self::$responseSQL;**

**}**

**/\*\***

**\* Procedure that returns an SQL Error**

**\* Procedimiento que retorna un Error de SQL**

**\* @return string**

**\*/**

**protected function get\_error()**

**{**

**return self::$failure;**

**}**

**protected function break\_connection()**

**{**

**unset(self::$connex);**

**}**

**}**

1. Hecho eso, ahora creamos la Clase preliminar(seguramente le añadiremos más funcionalidades) de las consultas que podemos reutilizar desde todos los ámbitos de nuestro sistema, el archivo y clase CommonSQLQueries.php en el directorio Model...

La clase CommonSQLQueries hereda de la Clase ConnectionDB para poderse comunicar con el SGBD PostgreSql. Su código será inicialmente el sig...

**require\_once './Config/ConnectionDB.php';**

**class CommonSQLQueries extends ConnectionDB**

**{**

**public function \_\_construct()**

**{**

**parent::\_\_construct();**

**}**

**/\*\***

**\* Procedure To select all Records in a table**

**\* Procedimiento para seleccionar todos los registros de una tabla**

**\* @param string $table\_name**

**\* @return None**

**\*/**

**public function select\_all($table\_name)**

**{**

**$query = "SELECT \* FROM $table\_name ORDER BY id DESC";**

**parent::general\_query($query);**

**}**

**/\*\***

**\* procedure to select a record from a table**

**\* Procedimiento para seleccionar un registro de una tabla**

**\* @param string $table\_name**

**\* @param string $field\_name**

**\* @param int $field\_id**

**\* @return None**

**\*/**

**public function select\_by\_ID($table\_name,$field\_name,$field\_id)**

**{**

**$query = "SELECT \* FROM $table\_name WHERE $field\_name = $field\_id";**

**parent::general\_query($query);**

**}**

**/\*\***

**\* Procedure to select all records in a table according to their status**

**\* Procedimiento para seleccionar registros de una tabla según su estado**

**\* @param String $table\_name**

**\* @param Bool $state**

**\* @return None**

**\*/**

**public function select\_by\_state($table\_name,$state)**

**{**

**$query = "SELECT \* FROM $table\_name WHERE status = $state";**

**parent::general\_query($query);**

**}**

**/\*\***

**\* Procedure to Update a Record Status**

**\* Procedimiento para actualizar el estado de un registro**

**\* @param string $table\_name**

**\* @param string $name\_fieldID**

**\* @param int $fieldID**

**\* @param bool $state**

**\* @return None**

**\*/**

**public function update\_state($table\_name,$name\_fieldID,$fieldID,$state)**

**{**

**$query="UPDATE $table\_name SET status='$state' WHERE $name\_fieldID ='$fieldID'";**

**parent::general\_query($query);**

**}**

**/\*\***

**\* \* procedure that gets an response**

**\* Procedimiento para obtener una respuesta**

**\* @return object, string or boolean.**

**\*/**

**public function get\_response()**

**{**

**return parent::get\_response();**

**}**

**/\*\***

**\* Procedure that gets an error**

**\* Procedimineto para obtener un error**

**\* @return string**

**\*/**

**public function get\_error()**

**{**

**return parent::get\_error();**

**}**

**/\*\***

**\* Procedure that request to break the connection with the DBMS**

**\* Procedimiento que solicita romper la conexión con el SGBD**

**\* @return Null**

**\*/**

**public function break\_connection()**

**{**

**parent::break\_connection();**

**return null;**

**}**

**}**

Este código funciona en su totalidad. ha sido probado de manera interna.

1. Creamos también el primer archivo o clase independiente, para consultas referentes a la tabla “category”. La clase Category en el directorio Model...

**class Category extends ConnectionDB**

**{**

**public function \_\_construct()**

**{**

**parent::\_\_construct();**

**}**

**/\*\***

**\* Procedure to create a New category**

**\* @param string $name**

**\* @param string $description**

**\* @return None**

**\*/**

**public function new\_cat($name,$description)**

**{**

**$query="INSERT INTO category (name, description) VALUES ('$name', '$description');";**

**parent::general\_query($query);**

**}**

**/\*\***

**\* Procedure to update caregory**

**\* Procedimiento para actualizar categoría**

**\* @param int $id\_ctgry**

**\* @param string $nm**

**\* @param string $dscrptn**

**\*/**

**public function update\_cat($id\_ctgry,$nm,$dscrptn)**

**{**

**$query = "UPDATE category SET name ='$nm', description = '$dscrptn' WHERE id ='$id\_ctgry'";**

**parent::general\_query($query);**

**}**

**/\*\***

**\* procedure that gets an response**

**\* Procedimiento para obtener una respuesta**

**\* @return array, Object or Boolean**

**\*/**

**public function get\_response()**

**{**

**return parent::get\_response();**

**}**

**/\*\***

**\*\* Procedure that gets an error**

**\* @return string**

**\*/**

**public function get\_error()**

**{**

**return parent::get\_error();**

**}**

**}**

Código probado de manera interna. Funciona.

ya tenemos nuestra estructura básica del Modelo M-V-C y algunas clases ya implementadas para ensayar la conexión con PostgreSql, que de momento funciona muy bien. Ahora vamos a implementar los archivos estáticos como , Plantillas HTML, el Framework Bootstrap, Librerías de Javascript, etc...

1. en primera instancia me dirijo al directorio View y creo el sig sistema de archivos...

![](data:image/png;base64,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)

1. Ahora, ubico los archivos de mi platilla que corresponden a cada directorio y los pego.
2. acto seguido ponemos el archivo listado.html directamente en el directorio View
3. vamos a editar el archivo listado.html para que tome los archivos estaticos. Por ej.

**<link rel="stylesheet" href="Public/css/bootstrap.min.css">**

**<!-- Font Awesome -->**

**<link rel="stylesheet" href="Public/css/font-awesome.css">**

**<!-- Theme style -->**

**<link rel="stylesheet" href="Public/css/AdminLTE.min.css">**

Y hago lo mismo con el resto de llamados, tanto en el Header como el la estructura del footer.

Por ultimo modifico algunos textos como en la etiqueta Title y otros, y cambio algunos iconos.

por alguna razón que desconozco, no se carga una ventanita al dar clic en el icono del lado derecho. Esto se soluciona eliminando la etiqueta ...

**<div class="wrapper">**

y eliminamos también su respectivo cierre **</div>**

Ahora verifico en el navegador que la página listado.html carga todos los archivos estáticos de manera que se vea toda la interfaz grafica correctamente.

Ahora vamos a organizar y dividir el contenido estático de que será reutilizable...

1. en el directorio View creamos dos archivos PHP que son header y footer
2. Tomamos el contenido del archivo listado.html desde su inicio hasta la etiqueta de cierre que está antes antes del comentario **<!--Contenido-->** y pegamos ese código en el archivo **header.php** después de cerrar su etiqueta PHP
3. ahora copiamos el código del archivo listado.html a partir de la etiqueta **<footer>** hasta el final del archivo y pegamos dicho código en el archivo **footer.php** después de cerrar su etiqueta php
4. ahora vamos acrear un archivo de ensayo en el dir View, el cual llamaremos listar.php

al principio de este archivo hacemos un requre al header..

**require\_once './header.php';**

cerramos las etiquetas de PHP

reabrimos las etiquetas de PHP e incluimos dentro el require hacia el footer...

**<?php**

**require\_once './footer.php';**

1. Ahora tomamos el código de listado.html que pertenece al contenido y pegamos dicho código en medio del esquema de etiquetas PHP que acabamos de implementar en el archivo listar.php...

**<!--Contenido-->**

**<!-- Content Wrapper. Contains page content -->**

**<div class="content-wrapper">**

**....**

**</div><!-- /.content-wrapper -->**

**<!--Fin-Contenido-->**

Lanzamos el archivo listar.php y vemos que, al igual que listado.html, se carga correctamente todo el contenido Web.

Personalizamos el sitio con nuestras imégenes y eliminamos las imágenes sobrantes, corto las imágenes de public/dist/img

y las pego en el dir public/img

Luego, eliminamos public/dist/img Porque no veo necesario ese directorio. Y modifico los llamados del antiguo dir en header.php y footer.php a dichas imágenes

Ahora estamos listos para la Magia de AJAX y JQuery...

1. En el directorio Controller/Ajax creamos el archivo Category.php para implementar el sig código...

$view\_data = $\_POST;

//capturar el valor de la clave "option"

//capture the value of the "option" key

$option = $view\_data["option"];

//Condicionar el contenido de la var "option" para obtener la herencia requerida

//Condition the content of the "option" variable to obtain the required inheritance

/\*\*#@+

\* Bloque condicional de la variable $opción para heredar de la clase CommonSQLSQueries

\* Conditional block of variable $option to inherit from CommonSQLSQueries class

\*/

IF($option=='select\_all' || $option=='by\_id' || $option=='by\_state' || $option=='update\_state' || $option=='repeat')

{

require\_once '../../Model/CommonSQLQueries.php';

/\*

\* Clase que hereda de CommonSQLQueries

\* class inherit to CommonSQLQueries

\*/

class AjaxCategory extends CommonSQLQueries

{

/\*\*

\* Datos de la capa View destinados a la Clase CommonSQLQueries

\*/

static private $data\_process;

/\*\*

\* recibir los datos requeridos para el proceso, mediante el constructor

\* receive the data required for the process, through the constructor...

\* posteriormente, se lanza la conexión con el SGBD

\* subsequently, the connection with the DBMS is launched

\* finalmente, los datos requeridos se asignan al atributo $view\_data

\* finally, the required data is assigned to the $view\_data attribute

\* @param array() $view\_data

\*/

public function \_\_construct($view\_data)

{

parent::\_\_construct();

self::$data\_process = $view\_data;

}

/\*\*

\* Método para enviar datos al Modelo

\* Method to send data to Model

\*/

public function process()

{

/\*

\* capturar los datos del formulario en variables independientes

\* capture form data into independent variables...

\* @var string option

\* @var string search\_words

\* @var string search\_field\_name

\* @var int id\_cat

\* @var bool actual\_state

\* @var bool new\_state

\*/

$option = self::$data\_process["option"];

$search\_words = self::$data\_process["words"];

$search\_field\_name = self::$data\_process["search\_field\_name"];

$id\_cat = self::$data\_process["id\_cat"];

$actual\_state = self::$data\_process["actual\_state"];

$new\_state = self::$data\_process["new\_state"];

$field\_PK = "id";

switch ($option)

{

case "Select\_all":

parent::select\_all('category');

break;

case "by\_id":

parent::select\_by\_ID('category', $search\_field\_name, $id\_cat);

break;

case "repeat":

parent::count\_by\_field('category', $search\_field\_name, $search\_words);

break;

case "by\_state":

parent::select\_by\_state('category', $actual\_state);

break;

default:

parent::update\_state('category', $field\_PK, $id\_cat, $new\_state);

break;

}

}

/\*\*

\* procedimiento relacionado con la clase CommonSQLQueries para obtener una respuesta

\* procedure related to the CommonSQLQueries class to get a response

\* @return object or @return array() or @return string or @return boolean

\*/

public function get\_response()

{

return parent::get\_response();

}

/\*\*

\* procedimiento relacionado con la clase CommonSQLQueries para obtener un error

\* procedure related to CommonSQLQueries class to get error

\* @return string

\*/

public function get\_error()

{

parent::get\_error();

}

/\*\*

\* procedimiento relacionado con la clase CommonSQLQueries que solicita romper la conexión con el SGBD

\* procedure related to CommonSQLQueries class that requests to break the connection with the DBMS

\*/

public function break\_connection()

{

parent::break\_connection();

}

// Porqué el método anterios al utilizar autocmpletado me salía así???...

// public function break\_connection(): \Null {

// parent::break\_connection();

// }

} //end Class

//Creación del objeto para ejecutar la solicitud del form...

$ObjectCat = new AjaxCategory($view\_data);

$ObjectCat->process();

$response = $ObjectCat->get\_response();

IF ($response==FALSE || $response==NULL)

{

$response = $ObjectCat->get\_error();

}

if($option=='by\_id' || $option=='repeat')

{

//utilizamos JSon para codificar mediante clave-Valor un registro

$response = json\_encode($response);

}

/\*\*#@+

\* obtener un array de datos a partir de un objeto

\* get an array of data from an object

\*/

elseif ($option=='select\_all' || $option=='by\_state')

{

$dataset = Array();

while($data\_row=$response->fetch\_object())

{

if($data\_row->status=='1')

{

$status = 1;

}

else

{

$status = 0;

}

$dataset[] = array

(

//implemento una bifurcación IF:...

// "0"=>($status)?:

// De manera que lo correspondiente a true va a continuación del signo de pregunta ?

// y el código que va después de los dos puntos : es para cuando la condición no se cumple:...

"0"=>$status,

"1"=>$data\_row->name,

"2"=>$data\_row->description,

"3"=>$data\_row->status

);

}//end while

// Configuramos la información para el DataTable.

$DataTable = array

(

"sEcho"=>1,

"iTotalRecords"=> count($dataset),//num de registros obtenidos

"iTotalDisplayRecords"=> count($dataset),//num de registros a mostrar

"aaData"=>$dataset

);

$response = json\_encode($DataTable);

}

/\*#@+

\* end of elseif

\*/

$ObjectCat->break\_connection();

echo $response;

}

/\*\*#@-

\* Fin del Condicional superior

\*/

/\*\*#@+

\* Bloque condicional de la variable $opción para heredar de la clase Category

\* Conditional block of variable $option to inherit from Category class

\*/

else

{

require\_once '../../Model/Category.php';

class AjaxCategory extends Category

{

/\*\*

\* Datos de la capa View destinados a la Clase Category

\*/

static private $data\_process;

/\*\*

\* recibir los datos requeridos para el proceso, mediante el constructor

\* receive the data required for the process, through the constructor...

\* posteriormente, se lanza la conexión con el SGBD

\* subsequently, the connection with the DBMS is launched

\* finalmente, los datos requeridos se asignan al atributo $view\_data

\* finally, the required data is assigned to the $view\_data attribute

\* @param array() $view\_data

\*/

public function \_\_construct($view\_data)

{

parent::\_\_construct();

self::$data\_process = $view\_data;

}

/\*\*

\* Método para enviar datos al Modelo

\* Method to send data to Model

\*/

public function process()

{

/\*

\* capturar los datos del formulario en variables independientes

\* capture form data into independent variables...

\*

\*/

$name\_cat = self::$data\_process["name\_cat"];

$description = self::$data\_process["description"];

$id\_cat = self::$data\_process["id\_cat"];

if($id\_cat=="")

{

parent::new\_cat($name\_cat, $desciption);

}

else

{

parent::update\_cat($id\_cat, $name\_cat, $description);

}

}

/\*\*

\* procedimiento relacionado con la clase Category para obtener una respuesta

\* procedure related to the Category class to get a response

\* @return object or @return array() or @return string or @return boolean

\*/

public function get\_response()

{

return parent::get\_response();

}

/\*\*

\* procedimiento relacionado con la clase Category para obtener un error

\* procedure related to Categoryry class to get error

\* @return string

\*/

public function get\_error()

{

parent::get\_error();

}

/\*\*

\* procedimiento relacionado con la clase Category que solicita romper la conexión con el SGBD

\* procedure related to Category class that requests to break the connection with the DBMS

\*/

public function break\_connection()

{

parent::break\_connection();

}

}

$ObjectCat = new AjaxCategory($view\_data);

$ObjectCat->process();

$response = $ObjectCat->get\_response();

if($response==false || $response==null)

{

$response = $ObjectCat->get\_error();

}

else

{

$response="Successful";

}

$ObjectCat->break\_connection();

echo $response;

}

if(empty($view\_data))

{

echo 'No hay Datos';

}

El código es un poco extenso, pero está bien documentado y Comentado, basta con pasarlo al IDE e identarlo correctamente, para analizarlo con dedicación. Desde luego será modificado muy pronto, es solo la Base Ajax inicial para la tabla category de nuestra DB